**Java For Loop**

The Java *for loop* is used to iterate a part of the program several times. If the number of iteration is fixed, it is recommended to use for loop.

There are three types of for loop in java.

* Simple For Loop
* For-each or Enhanced For Loop
* Labeled For Loop

**Java Simple For Loop**

The simple for loop is same as C/C++. We can initialize variable, check condition and increment/decrement value.

**Syntax:**

1. for(initialization;condition;incr/decr){
2. //code to be executed
3. }

**Example:**

1. public class ForExample {
2. public static void main(String[] args) {
3. for(int i=1;i<=10;i++){
4. System.out.println(i);
5. }
6. }
7. }

Output:

1

2

3

4

5

6

7

8

9

10

**Java For-each Loop**

The for-each loop is used to traverse array or collection in java. It is easier to use than simple for loop because we don't need to increment value and use subscript notation.

It works on elements basis not index. It returns element one by one in the defined variable.

**Syntax:**

1. for(Type var:array){
2. //code to be executed
3. }

**Example:**

1. public class ForEachExample {
2. public static void main(String[] args) {
3. int arr[]={12,23,44,56,78};
4. for(int i:arr){
5. System.out.println(i);
6. }
7. }
8. }

Output:

12

23

44

56

78

**Java Labeled For Loop**

We can have name of each for loop. To do so, we use label before the for loop. It is useful if we have nested for loop so that we can break/continue specific for loop.

Normally, break and continue keywords breaks/continues the inner most for loop only.

**Syntax:**

1. labelname:
2. for(initialization;condition;incr/decr){
3. //code to be executed
4. }

**Example:**

1. public class LabeledForExample {
2. public static void main(String[] args) {
3. aa:
4. for(int i=1;i<=3;i++){
5. bb:
6. for(int j=1;j<=3;j++){
7. if(i==2&&j==2){
8. break aa;
9. }
10. System.out.println(i+" "+j);
11. }
12. }
13. }
14. }

Output:

1 1

1 2

1 3

2 1

If you use **break bb;**, it will break inner loop only which is the default behavior of any loop.

1. public class LabeledForExample {
2. public static void main(String[] args) {
3. aa:
4. for(int i=1;i<=3;i++){
5. bb:
6. for(int j=1;j<=3;j++){
7. if(i==2&&j==2){
8. break bb;
9. }
10. System.out.println(i+" "+j);
11. }
12. }
13. }
14. }

Output:

1 1

1 2

1 3

2 1

3 1

3 2

3 3

**Java Infinitive For Loop**

If you use two semicolons ;; in the for loop, it will be infinitive for loop.

**Syntax:**

1. for(;;){
2. //code to be executed
3. }

**Example:**

1. public class ForExample {
2. public static void main(String[] args) {
3. for(;;){
4. System.out.println("infinitive loop");
5. }
6. }
7. }

Output:

infinitive loop

infinitive loop

infinitive loop

infinitive loop

infinitive loop

ctrl+c

# while Loop in java

A **while** loop statement in Java programming language repeatedly executes a target statement as long as a given condition is true.

## Syntax

The syntax of a while loop is −

while(Boolean\_expression) {

// Statements

}

Here, **statement(s)** may be a single statement or a block of statements. The **condition** may be any expression, and true is any non zero value.

When executing, if the *boolean\_expression* result is true, then the actions inside the loop will be executed. This will continue as long as the expression result is true.

When the condition becomes false, program control passes to the line immediately following the loop.

## Flow Diagram
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Here, key point of the *while* loop is that the loop might not ever run. When the expression is tested and the result is false, the loop body will be skipped and the first statement after the while loop will be executed.

## Example

public class Test {

public static void main(String args[]) {

int x = 10;

while( x < 20 ) {

System.out.print("value of x : " + x );

x++;

System.out.print("\n");

}

}

}

This will produce the following result −

## Output

value of x : 10

value of x : 11

value of x : 12

value of x : 13

value of x : 14

value of x : 15

value of x : 16

value of x : 17

value of x : 18

value of x : 19

# do while loop in java

A **do...while** loop is similar to a while loop, except that a do...while loop is guaranteed to execute at least one time.

## Syntax

Following is the syntax of a do...while loop −

do {

// Statements

}while(Boolean\_expression);

Notice that the Boolean expression appears at the end of the loop, so the statements in the loop execute once before the Boolean is tested.

If the Boolean expression is true, the control jumps back up to do statement, and the statements in the loop execute again. This process repeats until the Boolean expression is false.

## Flow Diagram
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## Example

public class Test {

public static void main(String args[]) {

int x = 10;

do {

System.out.print("value of x : " + x );

x++;

System.out.print("\n");

}while( x < 20 );

}

}

This will produce the following result −

## Output

value of x : 10

value of x : 11

value of x : 12

value of x : 13

value of x : 14

value of x : 15

value of x : 16

value of x : 17

value of x : 18

value of x : 19

**Need of for statement**

**The for Statement**

The for statement provides a compact way to iterate over a range of values. Programmers often refer to it as the "for loop" because of the way in which it repeatedly loops until a particular condition is satisfied. The general form of the for statement can be expressed as follows:

for (*initialization*; *termination*; *increment*) {

*statement(s)*

}

When using this version of the for statement, keep in mind that:

* The *initialization* expression initializes the loop; it's executed once, as the loop begins.
* When the *termination* expression evaluates to false, the loop terminates.
* The *increment* expression is invoked after each iteration through the loop; it is perfectly acceptable for this expression to increment *or* decrement a value.

# Nested Loop in Java

If a loop exists inside the body of another loop, it's called nested loop. Here's an example of nested for loop.

for (int i = 1; i <= 5; ++i) {

// codes inside the body of outer loop

for (int j = 1; j <=2; ++j) {

// codes inside the body of both outer and inner loop

}

// codes inside the body of outer loop

}

Here, a for loop is inside the body another for loop.

It should be noted that, you can put one type of loop inside the body of another type. For example, you can put a while loop inside the body of a for loop.

## Example 1: Java Nested for Loop

class NestedForLoop {

public static void main(String[] args) {

for (int i = 1; i <= 5; ++i) {

System.out.println("Outer loop iteration " + i);

for (int j = 1; j <=2; ++j) {

System.out.println("i = " + i + "; j = " + j);

}

}

}

}

When you run the program, the output will be:

Outer loop iteration 1

i = 1; j = 1

i = 1; j = 2

Outer loop iteration 2

i = 2; j = 1

i = 2; j = 2

Outer loop iteration 3

i = 3; j = 1

i = 3; j = 2

Outer loop iteration 4

i = 4; j = 1

i = 4; j = 2

Outer loop iteration 5

i = 5; j = 1

i = 5; j = 2

Here, the outer loop iterates 5 times. In each iteration of outer loop, the inner loop iterates 2 times.

Let's take another example.

### Example 2: Java Nested Loop

class NestedLoop {

public static void main(String[]args) {

int i = 1;

while (i <= 5) {

System.out.println("Outer loop iteration " + i);

for (int j = 1; j <= 2; ++j) {

System.out.println("i = " + i + "; j = " + j);

}

++i;

}

}

}

The output of this program and above program is same.

### Example 3: Program to create a pattern

1

1 2

1 2 3

1 2 3 4

1 2 3 4 5

Here is a program to create the above pattern using nested loops.

class Pattern {

public static void main(String[] args) {

int rows = 5;

for(int i = 1; i <= rows; ++i)

{

for(int j = 1; j <= i; ++j)

{

System.out.print(j + " ");

}

System.out.println("");

}

}

}

# Types of Loops in Java

There may be a situation when you need to execute a block of code several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A **loop** statement allows us to execute a statement or group of statements multiple times and following is the general form of a loop statement in most of the programming languages −

![Loop Architecture](data:image/jpeg;base64,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)

Java programming language provides the following types of loop to handle looping requirements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Loop & Description** |
| 1 | [while loop](https://www.tutorialspoint.com/java/java_while_loop.htm)  Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| 2 | [for loop](https://www.tutorialspoint.com/java/java_for_loop.htm)  Execute a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| 3 | [do...while loop](https://www.tutorialspoint.com/java/java_do_while_loop.htm)  Like a while statement, except that it tests the condition at the end of the loop body. |

## Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

Java supports the following control statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Control Statement & Description** |
| 1 | [break statement](https://www.tutorialspoint.com/java/java_break_statement.htm)  Terminates the **loop** or **switch** statement and transfers execution to the statement immediately following the loop or switch. |
| 2 | [continue statement](https://www.tutorialspoint.com/java/java_continue_statement.htm)  Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |

## Enhanced for loop in Java

As of Java 5, the enhanced for loop was introduced. This is mainly used to traverse collection of elements including arrays.

### Syntax

Following is the syntax of enhanced for loop −

for(declaration : expression) {

// Statements

}

* **Declaration** − The newly declared block variable, is of a type compatible with the elements of the array you are accessing. The variable will be available within the for block and its value would be the same as the current array element.
* **Expression** − This evaluates to the array you need to loop through. The expression can be an array variable or method call that returns an array.

### Example

public class Test {

public static void main(String args[]) {

int [] numbers = {10, 20, 30, 40, 50};

for(int x : numbers ) {

System.out.print( x );

System.out.print(",");

}

System.out.print("\n");

String [] names = {"James", "Larry", "Tom", "Lacy"};

for( String name : names ) {

System.out.print( name );

System.out.print(",");

}

}

}

This will produce the following result −

### Output

10, 20, 30, 40, 50,

James, Larry, Tom, Lacy,

# Nested Loop in Java

If a loop exists inside the body of another loop, it's called nested loop. Here's an example of nested for loop.

for (int i = 1; i <= 5; ++i) {

// codes inside the body of outer loop

for (int j = 1; j <=2; ++j) {

// codes inside the body of both outer and inner loop

}

// codes inside the body of outer loop

}

Here, a for loop is inside the body another for loop.

It should be noted that, you can put one type of loop inside the body of another type. For example, you can put a while loop inside the body of a for loop.

## Example 1: Java Nested for Loop

class NestedForLoop {

public static void main(String[] args) {

for (int i = 1; i <= 5; ++i) {

System.out.println("Outer loop iteration " + i);

for (int j = 1; j <=2; ++j) {

System.out.println("i = " + i + "; j = " + j);

}

}

}

}

When you run the program, the output will be:

Outer loop iteration 1

i = 1; j = 1

i = 1; j = 2

Outer loop iteration 2

i = 2; j = 1

i = 2; j = 2

Outer loop iteration 3

i = 3; j = 1

i = 3; j = 2

Outer loop iteration 4

i = 4; j = 1

i = 4; j = 2

Outer loop iteration 5

i = 5; j = 1

i = 5; j = 2

Here, the outer loop iterates 5 times. In each iteration of outer loop, the inner loop iterates 2 times.

Let's take another example.

### Example 2: Java Nested Loop

class NestedLoop {

public static void main(String[] args) {

int i = 1;

while (i <= 5) {

System.out.println("Outer loop iteration " + i);

for (int j = 1; j <= 2; ++j) {

System.out.println("i = " + i + "; j = " + j);

}

++i;

}

}

}

The output of this program and above program is same.

### Example 3: Program to create a pattern

1

1 2

1 2 3

1 2 3 4

1 2 3 4 5

Here is a program to create the above pattern using nested loops.

class Pattern {

public static void main(String[] args) {

int rows = 5;

for(int i = 1; i <= rows; ++i)

{

for(int j = 1; j <= i; ++j)

{

System.out.print(j + " ");

}

System.out.println("");

}

}

}

class NestedForLoopExample  
{  
    public static void main(String arg[])  
    {  
        for(int outer = 0; outer <= 2;  outer++)  
        {  
            for(int inner = 0; inner <= 3; inner++)  
            {  
                System.out.println(outer + "   " + inner);  
            }  
            System.out.println();  
        }         
      
    }  
}

# Nested Loops

Nested loops are quite helpful in processing information. We will learn how nested loops are used by taking the example of a pattern problem. An integer value is to be taken as an input from the user and the following pattern is to be printed based on the input. If the input is seven, the following pattern needs to be printed.

\*  
\*\*  
\*\*\*  
\*\*\*\*  
\*\*\*\*\*  
\*\*\*\*\*\*  
\*\*\*\*\*\*\*

One thing that is obvious on observing this pattern is that loops are used to print the pattern. This is because, we are not aware in advance of the number of \*'s that are to be printed. Further, we need nested loops: a for loop nested within another for loop. the outer for loop keeps track of the line number. Or, in other words, it is used to count the number of lines we are printing. The inner for loop is used to keep track of the number of \*'s we are printing. Urther, the number of stars on a particular line is equal to the number line number which in some way can be realted to the outer loop control variable. keeping these things in mind, we can write the following code which prints this pattern. The number n is atken as an input from the user:

for (int i = 1; i <= n; i++) {  
    for (int j = 1; j <= i; j++) {  
        System.out.print("\*");  
    }  
    System.out.println();  
}

Note that we have used the print() method and not the println() method to display the stars as we want the \*'s to be displayed on the same line. And after the inner loop is executed, we go to the next line using the println() statement.

# Formulating Algorithms

Now that we have learnt about two of the control structures, we shall see how we can formulate algorithms using theses structures. We do have another group of control structures- branching statements, about which we shall see later on. We have two basic approaches, each of which is used for a particular situation. The first is counter controlled repetition and the other is sentinel controlled repetition. Counter control repetition is followed when we know in advance the number of times the loop has to be executed while the sentinel controlled approach is taken when this number is not known before entering the loop. We will deal with the problem of adding numbers to understand these two approaches.

## Counter Controlled Repetition

We have already used controlled repetition when discussing the basics of loops. This example would make the approach more clear. This is the problem: the number of numbers to be added is to be first taken as an input. The user is then prompted for the numbers which will be added by the program. The sum of the numbers entered is then displayed on the screen. This is the program which performs the task:

import java.util.Scanner;  
  
public class AddNumbers

{  
    public static void main(String args[]) {  
        Scanner s = new Scanner(System.in);  
        System.out.print("Enter the number of numbers that you wish to add: ");  
        int count = s.nextInt();  
        int sum = 0;  
        for (int i = 1; i <= count; i++) {  
            System.out.print("Enter number " + i + ": ");  
            sum = sum + s.nextInt();  
        }  
        System.out.println("The sum of the numbers is " + sum);  
    }  
}

Given below is a sample output:

Enter the number of numbers that you wish to add: 4  
Enter number 1: 34  
Enter number 2: 7  
Enter number 3: 4  
Enter number 4: 347  
The sum of the numbers is 392

As you can see in the program above, we have taken the count as an input from the user. The loop is executed these many number of times. A counter, i is used to keep track of the number of numbers that have been added. Each time, the value of i is also displayed along with a prompt for the number. Within the for loop itself, the number taken as input is added to sum.

## Sentinel Controlled Repetition

Sentinel is a value which the user enters to indicate that there is no more input to be given to the program. For example, you can take input from the user as long as he doesn't enter the number 0. In that case,0 is called the sentinel since entering this value causes to the program to stop taking the input. Given below is a program which uses a while loop driven by a sentinel to calculate the sum of numbers entered by the user.

import java.util.Scanner;  
  
public class AddNumbers {  
  
    public static void main(String args[]) {  
        Scanner s = new Scanner(System.in);  
        int sum = 0;  
        int num;  
        do {  
         System.out.print("Enter a number (0 to stop): ");  
         num=s.nextInt();  
         sum=sum+num;  
        }while(num!=0);  
        System.out.println("The sum of the numbers is " + sum);  
    }  
}

And here is a sample output:

Enter a number (0 to stop): 3  
Enter a number (0 to stop): 4  
Enter a number (0 to stop): 7  
Enter a number (0 to stop): 34  
Enter a number (0 to stop): 0  
The sum of the numbers is 48

Note that we have used a do while loop instead of a while loop or a for loop. We could have used them also and modified the program accordingly. In this particular program, we are first adding the number entered by the user to sum and then checking if it is the sentinel. Since the sentinel is 0, it doesn't make any difference if we add the number first and then check or check the number and then add it to sum. However, if the sentinel is another value like -1, then the order does matter. In that case, we can take several approaches. One is to subtract the sentinel from the sum after coming out of the loop and before displaying the sum. But this doesn't look quite good and therefore we present below, a few alternate versions to be used when the sentinel is a value other than 0.

Version 1:

int sum = 0;  
int num = 0;  
do {  
    sum = sum + num;  
    System.out.print("Enter a number (0 to stop): ");  
    num = s.nextInt();  
} while (num != 0);

Version 2:

int sum = 0;  
System.out.print("Enter a number (0 to stop): ");  
int num = s.nextInt();  
while (num != 0) {  
    sum = sum + num;  
    System.out.print("Enter a number (0 to stop): ");  
    num = s.nextInt();  
}

Out of all the above versions, the preferred is the last one. This is because in all other cases, we need to know the identity number which when accumulated with the existing result doesn't change the value of result. In this particular case, where we are adding numbers, that number is 0. If we were to multiply the numbers entered instead of adding them, we would have initialised num to 1. But for an operation whose identity value isn't known, version 2 is the only approach that can be taken.

# Types of Loops in Java

The for loop makes it possible to specify precisely how many times to perform a task in a Java application. Using the break statement makes it possible to stop performing a task when conditions aren’t right, and using the continue statement makes it possible to ignore just one loop (a single value) and then continue processing the next task.

## Using the break statement in Java

There are times when you want to stop a for loop early. For example, you might detect a condition that would cause the loop to fail. Perhaps there aren’t enough items to process, or your application detects some other issue. In this case, you can use the break statement to stop the for loop from doing any more work.

## Using the continue statement in Java

A simple version of the for loop performs a specific number of loops and another version stops at a specific point using a break statement. A third version of the for loop performs a specific number of loops, but it skips some of the loops when conditions don’t warrant performing the task.

For example, the data that you need to process might not be of the right type or might be missing completely. This third form relies on the continue statement. The continue statement tells the for loop to go immediately to the next loop, rather than complete the current loop.

Just because some code examples look at the break and continue statements separately, that doesn’t mean you can’t combine them in a single for loop. The break and continue statements can appear wherever and whenever you need them.

For example, you could choose to process part of a for loop and then continue on to the next loop if things aren’t working out as expected. If an error occurs in the same for loop, you could choose to use a break statement to end it. A single for loop can also contain multiple instances of both the break and continue statements.

The best way to understand the difference between the break and continue statements is to contrast the output they provide.

## Nesting for loops

Sometimes you need to process something using multiple loops. For example, when working with tabular data, you might use one loop to process the rows and another loop to process the columns. There are multiple columns for each row, so the Columns loop appears within the Rows loop. Placing one repeating loop within another is called nesting the loops.

Each iteration of the main loop executes the entire subordinate loop. So, when you start processing the first row, it executes all the column tasks for that row before moving to the next row.

*Nesting* is the process of enclosing one structure within another of the same type. Java uses nesting in a number of ways, so you’ll see this term used quite often. When working with structures, one structure acts as a container to hold the other structure.

The container structure is called the *main*, or *parent*, structure. The structure within the main structure is called the *subordinate*, or *child*,structure.

The multiplication tables are one of the better ways to demonstrate nesting because you need to create a loop for rows and another for columns. In addition, you need to create the headings that show the numbers being multiplied, which means using an additional loop.

# Difference between while loops and FOR loops?

For Loops allow you to run through the loop when you know how many times you'd like it to run through the problem such as for (var i; i < 10; i++); this will continually increase i untill that condition returns false, any number can replace the 10 even a variable. but it will quit once the condition is no longer being met. This is best used again for loops that you know how when they should stop.

While Loops allow you a little more flexability in what you put in it, and when it will stop such as while ( i < 10) you can also substitue in a boolean(true/false) for 10 as well as many other types of varibles.

The key difference between the two is organization between them, if you were going to increase to 10 it'd be a lot cleaner and more readable to use a for statement, but on the other hand if you were to use an existing variable in your program in your loop parameters it'd be cleaner to just wright a while loop. In the For loop you MUST create a new variable, thats not true for the While loop.

# Java – Jump Statements

Java supports three jump statements: **break,** **continue,** and **return.** These statements transfer control to another part of your program.

1. break.

2. continue.

3. return.

## 1 The break statement

* This statement is used to jump out of a loop.
* Break statement was previously used in switch – case statements.
* On encountering a break statement within a loop, the execution continues with the  next statement outside the loop.
* The remaining statements which are after the break and within the loop are skipped.
* Break statement can also be used with the label of a statement.
* A statement can be labeled as follows.

statementName : SomeJavaStatement

* When we use break statement along with label as

break statementName;

The execution continues with the statement having the label. This is equivalent to a goto statement of c and c++..

An example of break statement

class break1

{

public static void main(String args[])

{

int i = 1;

while (i<=10)

{

System.out.println("\n" + i);

i++;

if (i==5)

{

break;

}

}

}

}

**Output :**

1

2

3

4

An example of break to a label

class break3

{

public static void main (String args[])

{

boolean t=true;

a:

{

b:

{

c:

{

System.out.println("Before the break");

if(t)

break b;

System.out.println("This will not execute");

}

System.out.println("This will not execute");

}

System.out.println("This is after b");

}

}

}

**Output :**

Before the break

This is after b

## 2 Continue statement

* This statement is used only within looping statements.
* When the continue statement is encountered, the next iteration starts.
* The remaining statements in the loop are skipped. The execution starts from the top of loop again.

The program below shows the use of continue statement.

class continue1

{

public static void main(String args[])

{

for (int i=1; i<10; i++)

{

if (i%2 == 0)

continue;

System.out.println("\n" + i);

}

}

}

**Output :**

1

3

5

7

9

## 3 The return statement

* The last control statement is return. The return statement is used to explicitly return from a method.
* That is, it causes program control to transfer back to the caller of the method.
* the return statement immediately terminates the method in which it is executed.

The program below shows the use of return statement.

class Return1

{

public static void main(String args[])

{

boolean t = true;

System.out.println("Before the return.");

if(t)

return;       // return to caller

System.out.println("This won't execute.");

}

}

**Output :**

Before the return.

**NOTE :**the if(t) statement is necessary. Without it, the Java compiler would flag an “unreachable code” error, because the compiler would know that the last println( ) statement would never be executed. To prevent this error, the if statement is used here to trick the compiler for the sake of this demonstration.